Introduction to C - Programming Assignment #4
Assigned: 10/10/06, Tuesday
Due: 10/21/06, Saturday at 03:00AM WebCT Time

Objective
1.  To give students practice in using pointers for pass by reference parameters.
The Problem

This program deals with finding the square root of a number.  If the square root happens to be an integer, the number is said to be a perfect square. Thus the squares of 1,2,3,4,5,6 . . . .are all perfect squares. The first part of this assignment is to determine whether a given number N is a perfect square. If it is not a perfect square then we are interested in knowing the next perfect square. A simple solution to this problem is to compare N with i * i, where i can take on values 1, 2, 3, 4, . .. If there is a match, N can be declared a perfect square. If there is no match, then the value of i * i  which just exceeds N, gives the next perfect square. Thus, given the  number 64, one can declare it to be a perfect square as N equals i * i    for i = 8, while the number 70 is not a perfect square and the next perfect square for it is 81.  (i= 9).     
The second part of the assignment is to find the square root of any integer. The method we shall use is quite old. The method starts off with a guess for the square root, and keeps on refining it till the desired accuracy is met. In fact there is evidence available on clay tablets, that this method was used in Babylonia around 1700 B.C. The basis of the method is as follows:

Given a number N, let the first guess to the square root be r, a number smaller than N.  Calculate p = N / r. The square root of N now lies between the limits r and p. The next guess to the square root would be the mid value of r and p.  The process can be repeated with the improved guess of the square root. To illustrate the method, let us choose a number whose square root is well known to us.

Let N = 36 with r = 2.
p = N / r 

= 36/ 2
= 18.

The square root of 36 now lies between 2 and 18. The first guess to the square root can be improved by computing 

(r + p) / 2 
= (2+18)/2 
= 10.0 which is the square root of 100. 
To refine the value of the square root repeat the process by finding p again 
p = 36/10 
= 3.6
The value of the square root now improves to
r = (10 + 3.6) / 2 
= 6.8,  which is closer to the actual square root.
The process can be repeated to get the value of r to any desired accuracy. Every time a new value of r is found, the accuracy of the square root is given by the difference between N and square of r. The difference is called error e. Thus e = N – r*r. The computation process can be stopped when the value of e goes below a pre-specified value. Note that we are interested only in the magnitude of the error. Any time the error becomes negative, we just set error =  –  error to get the absolute value of error.
Main function
In this assignment you have to write two functions which will be called by function main. In function main, you will prompt the user to enter an integer N. Function main should first call Function A to check whether the integer is a perfect square or not, and then call Function B to find its square root. (Note: Please don't actually call your functions FunctionA or FunctionB. Please give each function an appropriate name.) You will then prompt the user to enter the next integer and repeat the above steps. The program should terminate when the user enters – 1.
Function A: Checking to see if  the integer is a Perfect square
This function should determine whether the integer entered by the user is a perfect square or not.  It should take in three parameters. The first parameter should be an integer N, for which we are determining the square root. The next two parameters will be pointers to integers perfect_ptr and root_ptr. The function sets the variable pointed to by the first parameter to 1, if the integer happens to be a perfect square and the variable pointed to by root_ptr to the square root of the integer.  If the integer is not a perfect square then it should set the variable pointed to by the first parameter perfect_ptr to 0 and the variable pointed to by root_ptr  to the square root of next perfect square. 
If the integer passed to the function is a perfect square,  the main function should print “N is a perfect square of root .”
Otherwise, if the integer passed to the function is NOT a perfect square, the main function should  print   “N is not a perfect square. The next perfect number is NPS.”  See the sample output. 

The parameter list contains 3 parameters, namely

i)  N, the number for which we want the square root
ii)  perfect_ptr, an integer pointer to the integer storing whether or not N is a 
                          perfect square
iii) root_ ptr, an integer pointer to the integer storing either the square root of N, or
                     the next perfect square after N.
Function B: Computing the square root
This function takes in three parameters. The first parameter is N, the integer of which to take the square root. The last two parameters are sqroot_ptr and error_ptr, pointers to variables storing the current guess to the square root and the error of that guess. This function should change both the value of the variables pointed to by sqroot_ptr and error_ptr based on the method described above. Every time the function is called it should print “The next value of  root is sqroot and the error is error”. 

The function main should examine the value of the variable storing the error, and if its value is more than 0.001, main should call Function B again with pointers to the variables storing both the current guess of the square root and the error. The value of error keeps on reducing every time the function is called, as the function improves the value of the square root, and when error is 0.001or less, function main prints  “The square root of N is sqroot.” and asks the user to enter the next integer. Note that the square root must be printed with 3 decimal places of accuracy and that the initial guess for the root should be 2. The program is terminated when the user enters –1. 
Sample output
Enter an integer. 

64

64 is a perfect square of 8.

The next value of root is 17.000 and the error is 225.000 

The next value of root is 10.382 and the error is 43.793 

The next value of root is 8.273 and the error is 4.448 

The next value of root is 8.005 and the error is 0.072 

The next value of root is 8.000 and the error is 0.000 

The square root of 64 is 8.000.

Enter an integer.

85

85 is NOT a perfect square. The next perfect square is 100.

The next value of root is 22.250 and the error is 410.062 

The next value of root is 13.035 and the error is 84.914 

The next value of root is 9.778 and the error is 10.609 

The next value of root is 9.235 and the error is 0.294 

The next value of root is 9.220 and the error is 0.000 

The square root of 85 is 9.220.
Enter an integer.

 – 1 

Thank  you !

Restrictions

You must make use of pointers in the program. You have to write just two functions in the program.
Although you may use other compilers, your program must compile and run using cygwin or gcc. Please use either your olympus account or DevC++ to develop your program. Your program should include a header comment with the following information: your name, course number, section number, assignment title, and date. Also, make sure you include ample comments throughout your code describing the major steps in solving the problem.

Please name your solution : squareroot.c

Grading Details

Your program will be graded upon the following criteria:

1)  Correctness of the output.
2) Your programming style and use of white space. (Even if you have a plan and your program works perfectly, if your programming style is poor or your use of white space is poor you could get 20% deducted from your grade.)

3) Compatibility to either cygwin in Windows or gcc under olympus. (If your program does not compile in either of these environments, you may not get any points on this assignment.)

