Arrays of Objects
After learning arrays, it’s natural to want to make arrays of Objects. The good news is that this is possible and that there are very few, if any, new rules to learn for making arrays of objects. One declares an array of objects (perhaps an array of Contact objects) as follows:

Contact[] friends;

Picture wise, this ONLY allocates space for a single reference:
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Next, let’s allocate space for the array itself:

friends = new Contact[10];

The corresponding picture is as follows:
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Notice that the array slots themselves are NOT the objects, but rather references to objects. At this point in time however, NO objects have been created! Thus, each of these 10 references is uninitialized. If we create an object, we can directly use one of these references to refer to it:
friends[0] = new Contact(“John”, 27, 5556666, 3, 20);

The ensuing picture is as follows:
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The key is to remember that each array element is just a reference to an Object of the specified type. All other rules we’ve learned are valid.
Creating a Class that Has an Array of Objects as an Instance Variable

It’s a common practice to create a class that maintains a collection of some object. In this example, we’ll use the Contact class, a small part of which, is shown here:

public class Contact {

    private String name; // Stores name of Contact

    private int age;  // Stores age of Contact

    private int phonenumber; // Stores phone number of contact

    private int bday;  // Stores birthday in an int

    // Creates Contact object based on parameters.

    public Contact(String n, int a, int p, int month, int day) {



name = n;



age = a;



phonenumber = p;



bday = 100*month + day;

    }

}
Now, imagine creating a class that manages a collection of Contact objects. This is very similar to an address book. The basic set up for this class would be as follows:

public class AddressBook {

    private Contact[] friends; 
    private int numfriends; // Num of friends in AdrBook
    // Create an empty AddressBook

    public AddressBook() {



friends = new Contact[10];



numfriends = 0;

    }

}
Thus, our AddressBook object is nothing but an array to store each Contact and an integer which indicates how many Contacts are currently store. If you carefully think about it, this number ALSO represents the minimum index into the array that is empty, so long as we always fill our array from smallest to largest index and maintain it in that fashion.

Let’s take a look at one method from this class, in detail. You should be able to figure out the rest from this example:

// Deletes a contact with name s, if one exists.
public void deleteContact(String s) {


int place = haveContact(s);


if (place >= 0) {


    
friends[place] = friends[numfriends-1];


    
numfriends--;

     }
}

Let’s trace through an example where the AddressBook object in question has 4 contacts and then attempts to delete one. Let this be the picture of the AddressBook object (let’s call it blackbook) before the delete:
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Now, consider running the line of code:
blackbook.delete(“Bob”);
The first thing the delete code does is find which index Bob is located in. (This is what the haveContact method does. If haveContact returns -1, then the person being searched is NOT in the object.) This is then stored in the variable place. Thus, after this line of code the variable place equals 1. Now, we run the line:
friends[place] = friends[numfriends-1];
In this instance, this translates to 

friends[1] = friends[3];
and the ensuing picture is:
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Then, we run the line:

numfriends--;
Finally, our picture is:
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Thus, even though we have two references pointing to Danny, only one of them (in index 1) will ever be used because the instance variable numfriends controls where we’ll ever look in the array friends. A second thing to note is that no reference is pointing to Bob. Thus, Bob will eventually get garbage-collected. Finally, none of the Contact objects should really be depicted INSIDE the blackbook object. Technically, they are floating around, not in the object. Rather, the only parts of the object are the variable numfriends and the references in the friends array.
Arrays of Objects, the Comparable Interface and Sorting
Though we’ve learned to sort arrays step-by-step, when one wants to save time, Java has sorting methods pre-written that work very quickly. These are simple to use when sorting an array of primitive values, since the ordering of primitive values is well-defined.

But what if you wanted to sort a set of objects?

How would the computer know which of two contacts “comes first”?

The answer to this question is that the programmer would have to define how to compare objects. 

In Java, an interface is a list of methods that a class should have, if it is implementing the interface. The Comparable interface in Java requires that the following method be written:

public int compareTo(<T> other);

where <T> represents the class in which the method resides.

This method should be written as follows:

If the current object(this) comes before other, then a negative integer should be returned.

If this and other are equal, then 0 should be returned.

If this comes after other, a positive integer should be returned.

Anytime you write a class, you need to decide if you want that class to implement the Comparable interface. If you do, then you have to decide how objects in the class are “ordered”, so to speak.

Let’s say for Contact objects, we want to make an alphabetical comparison by name. If the names are the same, we can break the tie by age, with younger people going first. If that’s the same, we will break the tie by phone number, in numerical order. (We assume that if all three of these are the same, that the Contacts are the same.)
 Here are the changes, noted in bold, we need to make in the Contact class in order to implement the Comparable interface:
public class Contact implements Comparable<Contact> {

    private String name; // Stores name of Contact

    private int age;  // Stores age of Contact

    private int phonenumber; // Stores phone number of contact

    private int bday;  // Stores birthday in an int

    // Creates Contact object based on parameters.

    public Contact(String n, int a, int p, int month, int day) {



name = n;



age = a;



phonenumber = p;



bday = 100*month + day;

    }
    public int compareTo(Contact other) {

        // Compare the names.

        int strcomp = this.name.compareTo(other.name);

        // If this breaks the tie, return accordingly.

        if (strcomp != 0)

            return strcomp;

        // Find age difference.

        int agediff = this.age – other.age;

        // Different ages, so we can return this number.

        if (agediff != 0)

            return agediff;

        // Last criterion. The difference is valid to return.

        return this.phonenumber – other.phonenumber;

    }

}
We indicate we’re implementing an interface in the class definition. The <Contact> indicates that the compareTo method will be taking in a Contact object. (Note: If we don’t put this part in, then it is assumed that the method takes in an Object object. So, for our purposes, in those brackets, always put in the name of the class that is implementing Comparable.)

The compareTo method is like any other instance method. There are no different syntax rules except that the method prototype must match what is shown above. (Change this accordingly for other classes.) From there, the programmer is free to define the comparison between the current object (this) and other. Note that since other is just a formal parameter, you may give it any name you want. In this example, the name other is just arbitrary.

Sorting an Array of Objects that implement Comparable

Now, if we have an array of Contact objects already filled up:

Contact[] friends = new Contact[10];

// Fill in array with all 10 contacts.

We can sort the array as follows:

Arrays.sort(friends);
A couple notes about using this sorting method:

1) The array must be filled up. None of the references in the array may be null.

2) You must import java.util.Arrays. More commonly, one will import java.util.*;
Once this method is called, the array friends will be sorted based on the compareTo method in the Contact class.

Note: If you are attempting to sort an ArrayList of objects, instead of an array, the following method must be used:

Collections.sort(thisarraylist);

This method will work for any type of java list.

