DES - Lecture #2

Friday, October 2, 2020 11:36 AM

DES Round Function

Output: 32 bits
Input Block: 32 bits
Round Key: 48 bits

32 bits 48 bits --> output will be 32 bits.
f(Input Block A, Round Key k) {

1. Calculate E(A), which is 48 bits. (E is an expansion matrix which

works just like a permutation matrix.)
2. Calculate B = E(A) XOR k, XOR the round key with the expansion (48 bits)
3. Let B =Dbibs...bs, subdivided into eight 6 bit blocks.
4. Calculate ci = Si(bi), for 1 <=1<= 8, The S's are called S boxes. There are 8
S boxes, each box takes in an input of 6 bits, and produces an output of 4 bits.
These are hard-coded and non-linear. C = cic»...cg is the 32 bit output.
5. Return P( C ), which is a permutation of the bits in C.

B=011101 101011 000110 110110 ... (4 more blocks of 6 bits

S1(b1)=S1(011101) =row 01, col 1110 0-based rol 1, col 14

S1 entry in row 1 col 14 = SEI00IN

S2(b2) =S2(101011) =row 11, col 0101 0-based row 3, col 5

S2 entry in row 3 col 5 = [[SEIIN

S3(b3) =S3(000110) = row 00, col 0011 0-based row 0, col 3

S3 entry in row 0 col 3 = [N

S4(b4) = S4(110110) = row 10, col 1011 0-based row 2, col 11

S4 entry inrow 2 col 11 = _



S-box Criteria
P0) Each row is a permutation of 0, 1, ..., 15
P1) No S-box is a linear or affine function of its inputs.
P2) Changing 1 input bit to an S-box, causes at least two output bits to change.
P3) S(x) and S(x XOR 001100) these two outputs differ in at least 2 bits.
P4) For any input x, S(x) != S(x XOR 110000) and

S(x) !=S(x XOR 110100) and

S(x) !=S(x XOR 111000) and

S(x) !=S(x XOR 111100)
P5) If we examine a single input bit to any S box and fix it, while toggling the
other 5 bits, and then focus on any one of the four output bits, the distribution of Os
and 1s from the output bits can't differ by more than 6. (There has to be at least 13
Os and at least 13 1s out of the 32 outputs.)

x1xxxx (there are 32 bit strings of length 6 with 1 in the second position)

Now, calculate S(x1xxxx) for all 32 to these inputs and write down all 32 outputs

yyyZ

Now, for all 32 outputs, let's consider bit number 4. We should see at least 13 Os
out of those 32 outputs and at least 13 Is.

After 16 rounds, we will swap L16 and R16 to get R16L.16 and then we run
IP-1(R16L16) and that is the ciphertext.

Decryption, you can largely do the process backwards. (Run the rounds backwards
with the round keys from the appropriate rounds.)

Key Schedule;

Input Key is 56 bits, but is presented as 64 bits with 8 checksum bits.

Let's label the key bits ki through kes and of these bits, the checksum bits are ks,
ki6, ko4, k32, kao, kas, kse, Kea.

Checksum 1s ODD PARITY for the row.

1011 0011, that last bit, ks has to be 1 so that there are an odd # of 1s on the row.
0111 1100,



1100 0001,
0000 0010,
0010 1111,
1111 1110,
0101 1110,
1101 1111

In most books they would list the key in HEX:
b3 7c ¢l 02 2f fe Se df
Algorithm

Take the initial key and split it in half, calling the left half Cy and the right half Dy.
Note that our bit numbers will range all the way to 63 since we keep the bit
numbers from the original numbering.
1) PC-1(CoDo)
2) For 16 rounds, do this:
fori=1to 16:
Ci = LSi(C))
Di = LSi(Dy)
Ki =PC-2(CD;)

Left-Shift is a cyclic left shift of the buffer, by either 1 or 2 bits. There is a table
that tells you whether to do 1 bit or 2.

After PC-1 Step - bits we grab from original key
5749413325179158504234261810259514335271911360524436

6355473931231576254463830221466153453729211352820124
Calculate C1 and D1 by cyclic left shift on both buffers round 1 - it's 1 bit

4941332517915850423426 18102 595143352719 1136052443657
5547393123157625446383022146615345372921135282012463

We will apply PC-2 to this entire buffer above. Here is PC-2:



1417112415328156211023191242681672720132
4152 313747553040 51 4533484449 39 56 34534642 503629 32

The round 1 key, starts with the 10th bit from the original key, followed by the
51st bit from the original key, followed by the 34th bit of the original key,
followed by the 60th bit of the original key.

If I wanted to speed up my encryption decryption, I would pre-calculate all 16
round keys as permutation matrices of which bits to select from the original key.
The Round 1 Key matrix would start: 10, 51, 34, 60, ...



